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## Session Goal

The main goal of this session is to equip you with the necessary skills to make function calls in R.

## What we shall cover

By the end of this session you should:

* Be conversant with the term function and function call
* Know what constitutes a function and a function call
* Be conversant with arguments
* Distinguish between named and unnamed arguments
* Know how R positions arguments in a call
* Be able to know and change default values
* Have an understanding of what top and low level functions are
* Know what is meant by anonymous functions

## Prerequisite

To appreciate this session,

* you must have R and RStudio installed and running
* know how to use the console
* be conversant with RStudio panes like console, help and packages

## R Functions

A function is a command you give to a computer program; basically an action you what performed like getting the sum/total, mean or determine existence of a file in your computer. There is virtually nothing that can happen in R without the use of a function, for example, if you want to get data into R, or clean it (data manipulation and transformation), or analyze it, or even export its output, you must use a function.

Presence of parenthesis “**( )”** like **sum( )**, **mean( )** or **file.exist( )** indicated a function and when it is used, it is referred to as **making a function call**.

Before we discuss function calls, let's note the two types of functions in R; these are in-built functions like sum, mean as well as file.exist and those you develop (also known as user defined functions). In this session we will discuss in-built functions that come with base R in form of [(default) packages](file:///C:\Users\Hellen%20Gakuruh\Documents\Data%20Mania%20Inc\Data_Mgt_Analysis_and_Graphics_R\Class_Notes\Level%20One\SessionOne_KnowingRandRStudio.html#packages) and those available from add-on packages. User defined functions will be covered in level 2.

## Making Function Calls

### Function's composition

First thing you need to know is the composition of function. A function in R is composed of a **name**, **arguments/parameters**, and **Body**.

![Function composition](data:image/png;base64,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)

Function composition

A function begins with its name followed by parenthesis and curly braces (body). To make a function call you need a function's name and it's parenthesis ( ), for example **mean( )** (the body or what is in curly braces is not necessary to make a call but it will give you insight as to how the function works).

### A functions name

Most functions in R are named after the actions they should perform, for example the two average functions mean and median. Others include sum, exit, ncol (number of columns), nrow (number of rows) e.t.c.

However, there are numerous other functions that might not follow this kind of logic, for example, you might expect a function called "mode" to get the most frequently occurring observation (the third measure of central tendency), however, this is not the case as mode in R has a totally different meaning. It gives the internal type of an object (we shall discuss this in the [fourth session](file:///C:\Users\Hellen%20Gakuruh\Documents\Data%20Mania%20Inc\Data_Mgt_Analysis_and_Graphics_R\Class_Notes\Level%20One\SessionFour_DataTypesandObjects.html#mode))

Key point to note here is that, knowing a function's names comes with **practice,** **reading R manuals** (help.start()) and **online tutorials/discussions/Q and A**.

One final tip on function names, there are unnamed functions usually included in other functions, these are referred to as **anonymous functions**.

For example, the function within the sapply function (with one argument x) is an anonymous function.

a <- list(1:10, 11:20, 21:30, 31:40, 41:50)  
b <- list(round(rnorm(10), 1), round(rnorm(10), 1), round(rnorm(10), 1), round(rnorm(10), 1), round(rnorm(10), 1))  
  
# Anonymous function  
sapply(1:5, function(x) a[[x]] + b[[x]])  
## [,1] [,2] [,3] [,4] [,5]  
## [1,] 0.9 9.7 21.9 31.5 41.1  
## [2,] 2.3 11.7 21.5 29.9 42.9  
## [3,] 2.1 14.6 22.5 34.0 42.2  
## [4,] 2.9 14.2 23.0 32.7 43.6  
## [5,] 6.2 14.3 25.2 35.7 45.3  
## [6,] 6.3 14.4 26.0 36.4 45.4  
## [7,] 6.6 17.8 26.4 36.7 49.1  
## [8,] 6.5 18.5 28.3 37.5 46.1  
## [9,] 9.8 19.3 29.7 38.7 48.5  
## [10,] 11.4 19.0 28.6 41.0 50.2

### Arguments

Within the parenthesis of a function are arguments or parameters. These arguments specify how a function will work or how a command will be carried out. It's important to know a function's arguments as they have implications on the output you receive. Sometimes this can result is an [error](file:///C:\Users\Hellen%20Gakuruh\Documents\Data%20Mania%20Inc\Data_Mgt_Analysis_and_Graphics_R\Class_Notes\Level%20One\SessionOne_KnowingRandRStudio.html#errors) meaning nothing is produced or a [warning](file:///C:\Users\Hellen%20Gakuruh\Documents\Data%20Mania%20Inc\Data_Mgt_Analysis_and_Graphics_R\Class_Notes\Level%20One\SessionOne_KnowingRandRStudio.html#warnings).

To know a function's argument, you need to read its documentation which can be accessed with the function **help()** or preceding the function's name with a questions mark. For example, get documentation for the mean function by typing either **help(mean)** or **?mean** on the console. The documentation should appear on the help tab located on the right lower pane.

From this documentation (at the top), you will notice the name of the function requested, and in curly braces the package to which the documentation comes from i.e. **base package**. The package name is given to identify location of a function. This stems from the fact that other non-base R packages can have similar names as those in base R.

Right below is the title of the documentation, in this case the **arithmetic mean**; R's default mean. A short description of the function is also given followed by a section on the function's usage. This "Usage" section shows how the function is called in terms of its name and arguments.

But before we discuss this section, there are some critical issues we need to discuss first, these include naming of arguments, their order in a call and default values.

#### Named and Unnamed Argument

Going back to the mean documentation and specifically the usage section, we see two ways of calling the mean function, that is R's **mean(x, ...)** and S3's **mean(x, trim = 0, na.rm = FALSE, ...)**. Both of these work the same, the minor difference can be understood by reading up on [Object Oriented Programming in R](file:///C:\Users\Hellen%20Gakuruh\Documents\Data%20Mania%20Inc\Data_Mgt_Analysis_and_Graphics_R\Programming%20for%20Non-programmers\Object_Oriented_Programming_in_R.html#methods).

Looking at the second function, the S3 method, there are four arguments, these are **x**, **trim**, **na.rm**, and **...**. These are the **names** of the arguments and to make a call you need to give **values** to these arguments.

You can make a function call with only values specified or with named arguments. To understand what this means, let's first get to know what the arguments for the mean function are and their expected values: The section called **Arguments** will guide us on this.

From this section we can see that **x** is an object (object can be described as any entity in R) and the expectation is that it should either be a numeric/logical vector (variable), date, date-time or time interval objects: Anything other than this will raise a warning. **Trim** is a fraction of observations to remove from computation (suitable for dealing with [skewed](file:///C:\Users\Hellen%20Gakuruh\Documents\Data%20Mania%20Inc\Data_Mgt_Analysis_and_Graphics_R\Class_Notes\Level%20One\Level_three.html#Skeweness) data or [outliers](file:///C:\Users\Hellen%20Gakuruh\Documents\Data%20Mania%20Inc\Data_Mgt_Analysis_and_Graphics_R\Class_Notes\Level%20One\Level_three.html#outliers) ), the expectation is that it should be a value between 0 and 0.5. In R, **NA** means missing data and therefore **na.rm** is an argument indicating how missing data should be handled, the expected values are either true or false (remove or don't remove). For now let's leave the **...** argument as it requires a bit of knowledge in methods.

Now that we know what x, trim and na.rm mean, lets look at how to make function calls with both named and unnamed argument.

# To call the mean function, you can name the arguments.  
mean(x = c(2, 5, 9, 3), trim = 0.5, na.rm = TRUE)  
## [1] 4  
  
# Or call with unnamed arguments  
mean(c(2, 5, 9, 3), 0.5, TRUE)  
## [1] 4

#### Position matching for named and unnamed arguments

If you call a function with named arguments, then the position of the arguments do not matter.

# Matching position of the arguments.  
mean(x = c(2, 5, 9, 3), trim = 0.5, na.rm = TRUE)  
## [1] 4  
  
# Mixing the order of arguments  
mean(trim = 0.5, x = c(2, 5, 9, 3), na.rm = TRUE)  
## [1] 4

But if you have unnamed arguments then you need to give the values of arguments according to their order as R will match each value with argument in that position.

# Mixing order for unnamed argument  
mean(TRUE, 0.5, c(2, 5, 9, 3))  
## [1] TRUE  
## Warning message:  
## In if (na.rm) x <- x[!is.na(x)] :  
 ## the condition has length > 1 and only the first element will be used

R has given us a result of TRUE, not exactly what we expected, and in addition it has given us a warning indicating a problem with the call. What happened is that R marched TRUE to the X argument, 0.5 to the trim argument and c(2, 5, 9, 3) to the na.rm argument. Since the expected values for X include logical values, putting true where x should be is okay by R, however, when you put more than one value where one value (true/false) is expected, then you will get a warning message.

If you have named and unnamed arguments the rule of the thumb is to name subsequent arguments, otherwise R will match the values with the position of the other arguments.

# Naming the second and subsequent argument  
mean(c(2, 5, 9, 3), trim = 0.5, na.rm = TRUE)  
## [1] 4  
  
# Naming only the second argument  
mean(c(2, 5, 9, 3), trim = 0.5, TRUE)  
## [1] 4

The second call did not raise a warning as the last value was matched to the correct argument but this might not be the case in other situations.

Now let's look at default values.

#### Default values for arguments

Arguments can have default values which are used if a call is made without the argument. For example, the mean function has two arguments with default values, these are trim and na.rm. This means a call can be made with only the value of x, but if x is missing, then you will get an error.

# Calling the mean with only x  
mean(x = c(2, 5, 9, 3))  
## [1] 4.75  
  
# You call with default values but that's just unnecessary  
mean(x = c(2, 5, 9, 3), trim = 0, na.rm = FALSE)  
## [1] 4.75

# Making a function call without the x value  
mean(trim = 0.5, na.rm = TRUE)  
##Error in mean.default(trim = 0.5, na.rm = TRUE) :   
## argument "x" is missing, with no default

If a default value is not what you want, you can add the argument specifying the value you want. For example, since the above data set has an extreme value (9), we can use the trim function to make the average reasonable.

# Trimming 0.5 (50%) from the dataset or 0.25 (25%) from beginning and the end of the dataset instead of the default 0  
mean(c(2, 5, 9, 3), trim = .5)  
## [1] 4  
  
# Compare with the median  
median(c(2, 5, 9, 3))  
## [1] 4

If we had a data set with missing values, then we need to tell R to make the computation without the missing values otherwise it will result in NA

# Taking the mean of a dataset with NA when na.rm is false (default)  
mean(c(2, 5, 9, 3, NA), trim = .5)  
## [1] NA  
  
# Taking the mean of a dataset with NA when na.rm true  
mean(c(2, 5, 9, 3, NA), trim = .5, na.rm = TRUE)  
## [1] 4

The mean has a short and straightforward list of arguments, but others might have a number of arguments. For example, pull up the help documentation for importing data; that is, help(read.table). This function has more than 20 listed arguments. But if you take a keen look at most of the arguments, you will notice that most of the arguments have default value. It is of great interest to you to read through the descriptions of all the arguments and confirm that the defaults are okay, this is usually a source of many challenges in function calls and expected outputs.

In addition to checking the help documentations, you can use the function args() to see the list of arguments for a specified function.

# Mean arguments  
args(mean)  
## function (x, ...)   
## NULL  
  
# Read.table arguments  
args(read.table)  
## function (file, header = FALSE, sep = "", quote = "\"'", dec = ".",   
## numerals = c("allow.loss", "warn.loss", "no.loss"), row.names,   
## col.names, as.is = !stringsAsFactors, na.strings = "NA",   
## colClasses = NA, nrows = -1, skip = 0, check.names = TRUE,   
## fill = !blank.lines.skip, strip.white = FALSE, blank.lines.skip = TRUE,   
## comment.char = "#", allowEscapes = FALSE, flush = FALSE,   
## stringsAsFactors = default.stringsAsFactors(), fileEncoding = "",   
## encoding = "unknown", text, skipNul = FALSE)   
## NULL

It is also useful to note that there are functions called top level and those that are called low level. Top level functions are functions that we mostly use to perform an action, while low level functions are called by the top level functions. For example, when computing the mean, you would call on the mean() function which in-turn calls the sum and length function to get you the mean. So in this case the mean is a top level function while sum() and length() are the low level functions or helper functions.

Later in level two as we learn **user defined functions**, we shall discuss functions in terms of argument, body and environment.

## Gauge yourself

1. What are functions?
2. How can you tell an object is a function?
3. What is meant by a function call?
4. What constitutes a function call?
5. What are arguments?
6. Distinguish between named and unnamed arguments
7. What do you expect would happen if I made a function call with all the necessary argument but only the second argument is named and distort the position of the other arguments?

**You are ready for the third session if you know these**

1. Functions are commands issued for an action to be performed
2. In R an object name followed by parenthesis indicates a function
3. A function call occurs when a function is used or run
4. A function call constitutes a name of a function and it's arguments
5. Arguments give details or input for function execution
6. A function call with arguments and their values are referred to as named arguments while a call with values only is known as unnamed arguments.
7. Since all the arguments are provided, then you will not receive an error, however, due to distortion of position, if the value given does not meet the expected value, a warning will be issued and output generated will be questionable.

**Note**

This write-up has used non programming definition in as much as possible with the intent of being useful to non-programmers and imparting concepts and skills necessary for analysis.